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Abstract

In this thesis I propose the eMeter infrastructure which enables consumers to measure their
personal energy consumption and thus helps them to conserve energy. It is designed to be as
lightweight and easy-to-use as possible. For this purpose it uses one of the upcoming smart
electric meters as a single sensor and presents the user interface on a mobile phone. Users
can keep track of their entire house consumption as well as measure the consumption and
cost of single appliances.

Zusammenfassung

In dieser Arbeit stelle ich die eMeter Infrastruktur vor, die es Verbrauchern ermöglicht
ihren persönlichen Energieverbrauch zu messen und ihnen somit hilft Energie zu sparen.
Das System wurde so gestaltet, dass es möglichst leichtgewichtig und einfach zu bedienen
ist. Aus diesem Grund wird einer der zukünftig standardmäßig verbauten, fernauslesbaren
Stromzähler zur Messung des Stromverbrauchs verwendet und die Benutzerschnittstelle auf
einem Mobiltelefon präsentiert. Benutzer können sich über den Verbrauch ihres gesamten
Haushalts informieren als auch die Kosten und den Verbrauch einzelner Geräte messen.
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1 Introduction

At 3 o’clock in the afternoon on Septem-
ber 4, 1882, Thomas Edison opened the first
central power plant in the United States. It
was named Pearl Street station and could
serve one square mile of New York City with
its produced 600 kilowatts, enough to power
7200 lights.

A major challenge besides the generation
and distribution of electricity was to design a
way to bill customers on their consumption.
Instruments to measure the flow of current
had been available since the early nineteenth
century. However, working electric meters
which could also record power consumption
were not available until spring 1882.

Edison did not charge his customers until
the whole system was operating successfully,
which took some additional time. Finally, the
first electric bill was sent to the Ansonia brass
and copper company on 18 January 1883. It
amounted to $50.44 [21].

1.1 Lack of transparency in
electricity consumption

Since the times of Thomas Edison electric-
ity consumption has been mostly obscure to
the consumer. It is not possible to clearly
identify cause-and-effect relationships based
on an electric bill delivered only once a year–
long after the time of consumption.

Additionally, the bill only states the total
amount so there is no way to determine times
of high usage or even single appliance con-
sumption. Residential energy use is different
from other consumer goods in the way that it
remains abstract, invisible and intangible to
the consumer [12]. Electricity is seen as a ne-
cessity and not as a product because people
simply use appliances and not energy [5].

In 1977 Seligman and Darley illustrated
this situation as follows: “Appliances are run,
the air conditioning cycles, hot water is used,
the furnace runs, and the homeowner has no
way of determining what amounts of energy
are used by these devices. The utility bill
that the homeowner gets is not analyzable
into these components. Nor does the bill ap-
pear close in time to the energy usage” [37].

Even after more than a hundred years of
electric power supply, the consumer knows
little about his power consumption over time
and even less on the outcome of specific de-
vice usage schemes. However, this knowledge
is badly needed to empower users to conserve
energy in the times of global warming and in-
creasing threats to biodiversity [14].

Households constitute an important target
group for energy conservation, being major
electricity end-users and, consequently, con-
tributors to global warming [1]. In the year
2008 the residential sector was responsible for
37 % of the electricity end use in the United
States [44]. Figure 1.1 depicts the increase of
residential power consumption and cost over
the last 50 years.

1.2 Recent developments

Several recent technological and political de-
velopments are crucial for the approach pre-
sented in this work. Most important is the
progress in computing hardware, often char-
acterized as Moore’s Law. The increasing
processing power and at the same time de-
creasing size of computers has lead to the
development of powerful mobile computing
platforms. Smart phones for instance are able
to present interactive and appealing user in-
terfaces.

1
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Figure 1.1: History of energy consumption in the US [34, 35, 44].

Another important development has taken
place in the field of electric meters which has
lead to so-called smart meters which are able
to identify consumption in more detail and
support telemetering1. Smart meters have
already been adopted to a great extent in
Italy, Canada, the United States and Turkey.
The largest deployment was undertaken by
the dominant utility in Italy which provided
their entire customer base, over 27 million
customers, with smart meters [53].

The distribution of smart meters is mainly
driven by regulation. The EU for instance
states that “[b]illing on the basis of actual
consumption shall be performed frequently
enough to enable customers to regulate their
own energy consumption” [10]. Conforming
with this directive, smart meters are required
by regulation in new and renovated buildings
in Germany as of 2010 [16].

At the moment it seems that smart me-
ters will replace classical electric meters in
the next few years. This will lead to more
informative bills including comparisons with
previous consumption periods and the aver-
age user in the same user category [10]. Fur-
thermore, it will enable the development of

1Telemetering denotes the possibility to communi-
cate the measured electric consumption via some
network back to the local utility for monitoring
and billing purposes [53].

computerized, real-time and interactive feed-
back which can help to make the consumer
more aware of his energy consumption. How-
ever, privacy issues concerning the consump-
tion data are sill relevant [17].

1.3 Intention of this work

This work has been conducted within an in-
dustry project cooperation at the Institute of
Pervasive Computing, ETH Zurich2. Its goal
is to present and discuss the eMeter infras-
tructure which allows users to get feedback
on their electricity consumption in real-time.
The system has been set up in a laboratory
environment at the Bits to Energy Lab3. It
builds upon a standard smart meter which
measures the current load every second.

This work consists of the following parts:
At first I will present related work to clas-
sify the proposed solution. The next chap-
ter discusses best practices for the design of
feedback on electricity consumption. These
guidelines served as the theoretical founda-
tion for decisions made while designing the
eMeter system. Main focus lies on section
four which describes the architecture in de-
tail. At last I will discuss the results and
give an outlook on future work.

2http://www.vs.inf.ethz.ch
3http://www.bitstoenergy.ch
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2 Related work

I will first give a short summary of the re-
search on energy feedback which has its seeds
in the energy crisis of the 1970s. This is fol-
lowed by a discussion of different approaches
to energy consumption displays and a short
summary of commercial products. At last I
will point out the originality of the eMeter
system.

2.1 History of research on
energy feedback

The beginning of research on energy feedback
dates back to the 1970s. Triggered by the
1973 “oil price shock”1, increased political ef-
fort and scientific research had gone into en-
ergy conservation. The energy crisis raised
the concern about a possible exhaustion of
fossil fuels, which was the dominant reason
for research then [14]. In the United States
community-based workshops on energy con-
servation were held regularly [15] and TV and
radio spots with the same issue were broad-
casted [25].

In 1977 Hayes and Cone [18] identified two
major ways to deal with the problems caused
by high levels of consumption in the indus-
trialized nations of the world. Namely these
were the development of new sources of en-
ergy and the change of the energy consump-
tion behavior. Following the second approach
they studied the influence of monetary pay-
ments, energy information and daily feedback
on the electricity use in four units of a uni-
versity student housing complex. It turned

1The 1973 oil crisis started in October 1973, when
the members of the OAPEC proclaimed an oil em-
bargo “in response to the U.S. decision to resupply
the Israeli military” during the Yom Kippur war;
it lasted until March 1974 [43].

out that paying for reductions was the most
effective approach. Of the two other proce-
dures feedback did appear to them to be more
promising than information because the lat-
ter resulted only in a temporary effect. How-
ever, at that time “information in the form of
massive educational campaigns seem[ed] [to
be] the main strategy adopted by governmen-
tal agencies and power companies to control
the consumption of energy” [18].

In 1981 Geller came to a similar conclusion:
“Workshop attendees showed very few appli-
cations of the energy-conservation strategies
emphasized at the workshop” [15]. He also
stressed the importance of feedback: “Signif-
icant reductions [...] resulted when informa-
tional programs were supplemented [...] with
frequent feedback” [15].

Since then many studies investigated the
effect of different kinds of feedback on energy
consumption. In 2008 Fischer [12] published
a review that covers five review studies and 21
original papers about this topic. She comes
to the conclusion that “[o]ne result, at least,
seems clear: feedback stimulates energy and
specifically, electricity savings. [...] Usual
savings are between 5 and 12 %” [12]. Darby
presented a similar result two years earlier:
“The norm is for savings from direct feedback
[...] to range from 5–15 %” [6].

Hayes and Cone proposed already in 1977
that “[f]eedback could b[e] maximized by an
online, in-house meter [...]. It would seem
feasible to build a meter to report continu-
ously the amount of energy [...] consumed
for the day and month to date, project a to-
tal monthly bill [...], and turn on an indica-
tor when certain consumption levels were ex-
ceeded” [18]. This can be seen as an early
description of energy consumption displays
which I will discuss next.

3



2 Related work

2.2 Feedback devices

In theory all homes already have a continu-
ous energy consumption indicator: the clas-
sic electric meter. However, this is gener-
ally not designed for consumers to monitor
their power usage. As Wood puts it in 2003:
“Conventional meters have relatively crude
displays, which tend to dissuade household-
ers from using them as energy-saving tools”
[55]. This is supported by a study carried out
by Meyel in 1987 [29] which points out that
people often do not understand their energy
meters. More than 50 % did not know where
their meters were and 45 % could not read
them.

Special devices for feedback on electricity
consumption have been designed and studied
since the 1970s. They can be divided into
those which inform users about the power
consumption of the entire house and others
which provide details on single devices.

2.2.1 Entire house feedback

In 1976 Kohlenberg et al. [25] designed a very
simple feedback device on electricity use. It
consisted of a current-sensitive relay installed
on the power line to the home and a 40 W
light bulb placed in the kitchen. Every time
the current level exceeded 90 % of the peak
levels recorded over the last two weeks, the
light would turn on. This very simple feed-
back device already provided some insights
into power consumption: “All three families
indicated surprise at the relationship between
activation of the signal light and operation of
the hot-water heater” [25]. As a first feedback
device the signal lamp as such was stationary
and did not provide information besides the
fact that a peak load had occurred.

In 1979 McClelland and Cook [28] studied
the effect of feedback devices which displayed
electricity consumption continuously in cents
per hour. This lead to “an average electricity
savings of 12 %” [28] and was one of the first
evidences that feedback devices enable major

savings in power usage.
Sexton et al. [38] investigated the consum-

ers response on Continuous-Display Electri-
city-Use Monitors (CDEUMs) in 1987. They
evaluated a monitor which could display the
current rate of electricity use in cents per
hour, the projected monthly electricity bill
and the amount of the last bill. It also had
an indicator light, blinking if a user defined
monthly budget was likely to be exceeded.
They came to the result that “comprehensive
information like that provided by CDEUMs
[could] significantly affect consumer behavior
and speed adjustment to significant shocks in
economic signals” [38].

In 2004 Petersen et al. [33] developed an
automated data monitoring system that pro-
vided dormitory residents with real-time web-
based feedback on power use. The current
consumption was measured with off-the-self
electricity sensors, sent every 20 seconds wire-
lessly to a server and saved in a database.
Residents could track their consumption by
calling a web site on their computer. This site
included gauges which displayed the current
load and graphs for the last day and week.
With its 20 second update time this solution
comes near to real-time feedback which is re-
alized in the eMeter system by measuring the
consumption every second.

Yun [56] investigated the impact of mini-
malist in-home energy consumption displays
(ECDs) in 2009. A sensor clip for the fuse box
is used to measure the entire home consump-
tion and communicates this data wirelessly
to a portable and a stationary display. The
displays use simple bar graphs which consist
of four LED lights and visualize the current
load from 0 to 4096 W in steps of 4 W since
one LED has 256 levels of brightness. They
came to the result that the portable ECDs
were used like stationary ones after a phase
of testing different devices all over the home.
They concluded that “while our device was
portable, it did not provide true mobility in
the sense of being practical to wear or carry
at all time” [56]. The proposed eMeter sys-

4



2 Related work

tem tries to provide this kind of “true mobil-
ity” by implementing the user interface on a
mobile phone. Most mobile phone users seem
to find it practical to wear their phone all the
time. As a consequence, wherever the user
may be when he wants to measure a device
or look at the current consumption, he most
probably has the required device at hand.

In the same year Petersen et al. [32] pre-
sented a web-based prototype of a mobile ap-
plication for the iPhone called Wattbot. It
displays the totaled consumption of each cir-
cuit of the home for a chosen time span. The
data is collected through sensor clips, one for
each circuit and then broadcasted wirelessly
to the phone. This approach is opposite to
the one chosen for the eMeter system. In-
stead of installing more sensors and requiring
manipulations in the electric box, the eMeter
system builds on a standard smart meter as
a single sensor.

2.2.2 Device level feedback

The first more sophisticated design of an elec-
trical energy monitor which provided details
on individual devices was described by Hunt
et al. in 1986 [20]. Their goal was to built “a
device that can conveniently measure, display
and control the energy used by various appli-
ances in the home” [20]. The system consists
of a master unit which displays the power
consumption and communicates to the slave
units over power line 2. The data is acquired
every 10 minutes. Slave units are plugged in-
line between devices and outlets to remotely
control them and measure their consumption.
The master unit displays the total daily con-
sumption, month to date consumption and a
bar graph of the consumption of the last 13
months in total or for each device separately.

In 2002 Ueno et al. [42] designed an energy-
consumption information system. It consists
of one sensor which measures the consump-

2Power line carrier communication is a system for
carrying data on a conductor also used for electric
power transmission [51].

tion of the entire house, several other sen-
sors that measure single appliances and an in-
formational terminal. The terminal displays
various details including energy saving tips,
load-curves and historic comparisons. A con-
ducted study revealed that the power con-
sumption of the monitored appliances was re-
duced by about 12 %.

In 2007 Lifton et al. [27] introduced a sen-
sor network which consists of a set of power
strips able to measure sound, light, electrical
current, voltage, vibration, motion and tem-
perature. They visualized the data from a
deployment of 31 nodes on a simple map as
well as in 3D in Second Life. Metaphors were
used to represent data which usually remains
invisible. Fires of different sizes for instance
disclosed the current energy consumption.

Hinterbichler presented 2008 [19] an HCI
approach to the design of energy consump-
tion indicators (ECIs) because he “believes
the interfaces of most ECIs do not adhere
to HCI principles and are deficient in their
current forms” [19]. The newly constructed
system uses several Watts Up [8] devices as
sensors which are connected to a laptop via
USB which also served as the display. The
visualization provides two cumulative meters
one for the current week and the other for
the current load. Additionally it provides a
breakdown into single appliances as well as
energy saving tips. A history view provides
bar graphs of the last six weeks or months
and the last hour. A community view pro-
vides comparisons with the consumption of
neighbors. The data is updated every minute.

2009 Jiang et al. [22] constructed a wire-
less sensor network for real-time AC meter-
ing called ACme. Several ACme nodes are
plugged between outlets and devices. They
act as sensors for the power consumption and
send their readings every minute to the ACme
application. This in turn consists of a web
front-end, a database back-end, and a dae-
mon process. The daemon fills the database
which is used by the web front-end to present
the data in tabular and graphical form.

5
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A different approach for device level power
monitoring was implemented by Kim et al.
in 2009 [24]. Their ViridiScope system does
not require inline sensors which have to be
installed between the standard AC plug of
a device and the outlet. The motivation to
avoid this is that “some of the major energy
consumers [could] not be easily instrumented
[this way]. For example, most heating and
ventilation systems (HVAC) and electric boil-
ers do not have standard AC plugs, or are
hard-wired to the main power lines” [24]. The
system instead uses indirect sensing of mea-
surable signals which are emitted by appli-
ances when consuming energy. A PC is re-
sponsible for the fusion of data from the util-
ity meter and the distributed sensors which
are magnetometers, light sensors and micro-
phones. “Experiments show that the system
tracks the per-appliance power consumption
to less than 10 % error” [24].

2.2.3 Commercial products

Several products which present information
on the entire house or device level consump-
tion are commercially available.

Entire house sensors can be differentiated
by the means of data acquisition. Most avail-
able systems use sensor clips which have to
be installed in the electric box of the house.
This is not possible in many European coun-
tries. The Blue Line PowerCost Monitor [4]
is an exception to this as it uses image recog-
nition technology to read the classic electric
meter automatically. Another distinguishing
feature between products are the means of
communication. The Blue Line Powercost
Monitor uses wireless communication which
can be affected by walls and ceilings espe-
cially if the electric meter is located in the
basement. The data is refreshed only every
30 seconds. The Energy Detective [9] updates
every second and uses power line communica-
tion. While this avoids the problems of wire-
less communication it has to deal with noise
and interferences of other power consumers

since the electric circuits were not originally
intended for communication purposes. Watt-
son [7] uses a sensor clip and wireless commu-
nication but has an additional unique feature:
It glows according to the current consump-
tion. This can be more intuitive than bare
numbers on an LCD display which is the way
other devices display their data.

All device level sensors currently available
come as inline sensors which must be plugged
between device and outlet. Kill A Watt [30]
and Watts Up [8] display the consumption
and cost of only one connected device with
their LCD display. The UFO Powerstrip [45]
provides the capability to sense and remotely
control more than one device at once by in-
corporating the form factor of a power strip.
It is announced for late 2009 and will be op-
erated by an iPhone application.

2.3 Yet another energy
consumption display?

After this detailed description of already ex-
isting systems the question arrises if the eMe-
ter system is just another energy consump-
tion display. However, it has some distinct
characteristics:

The eMeter system needs no other sensors
besides a standard smart meter. This in-
cludes that no fuse box manipulation or ex-
tra cabling is required. The use of a mobile
phone for the user interface has also many
benefits: Users do not need to buy single pur-
pose hardware which is either bound to a spe-
cific place by its power cable or has batter-
ies which need to be replaced every so often.
Mobile phones are at hand when needed and
make it possible to explore the consumption
of different appliances all over the home. De-
vices can be measured even if they have no
standard AC plug or cannot be unplugged.
Consumers can monitor the consumption of
their home wherever they are when provided
with access to the Internet. Best of all: the
phone can be called in the case it got lost.
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A study conducted in the 1990s evaluated
the electric consumption of ten identical all-
electric homes inhabited by at least two peo-
ple and equipped with the same appliances.
Despite all these commonalities, the energy
usage varied by a factor of 2.6 [31]. This sig-
nificant difference is a strong indicator that
the residential behavior affects energy con-
sumption largely. Indicating that “interven-
tions to modify occupant behavior could re-
sult in appreciable energy savings” [36].

The design of feedback on energy consump-
tion has influence on the change of consumer
behavior. For this reason I reviewed differ-
ent design commendations from Hinterbichler
2008 [19], Fischer 2008 [12] and Fitzpatrick
and Smith 2009 [13] for the design of the eMe-
ter system.

3.1 Data specific design issues

The main question when designing a feedback
device is how to select and present electricity
consumption data. This should be dealt with
great attention as the right choices can raise
consumer awareness and possibly lead to be-
havior change and thus energy conservation.

3.1.1 Frequency and duration

The more frequent feedback is given the more
effective it is in terms of energy savings [12].
Real-time feedback makes the link between
actions and effects clear and improves the
understanding of the underlying correlations.
“Immediate feedback could be very helpful
while weekly to monthly feedback may be
helpful, but is not sufficient [...] on its own”
[12]. The duration of feedback is also im-
portant, because the formation of new habits

takes time. Long term feedback therefore
leads to more persistent savings [12].

The eMeter system measures every second
and thus tries to achieve real-time feedback.

3.1.2 Breakdown

Most consumers are interested in the usage
of individual appliances and not only the to-
tal consumption of the home [12]. However,
measurement devices which have to be in-
stalled between device and outlet are often
out of sight during normal use and proved to
be the least popular device in the study con-
ducted by Fitzpatrick and Smith [13]. In the
end “participants were unanimous that a cen-
tral location for immediate feedback was pre-
ferred to appliance-specific feedback devices”
[13]. However, “participants found other en-
gaging ways of understanding the impact of
specific appliances—for example, by watch-
ing how the load changed when a kettle was
turned on” [13].

From this it seems obvious to conclude that
a mobile display should provide the possibil-
ity to measure single appliances while not be-
ing attached to them. For this reason the
eMeter system enables users to measure de-
vices by simply turning them on or off. Af-
ter a few seconds the mobile phone interface
specifies the consumption of the selected ap-
pliance. This has some drawbacks as it can-
not accurately measure devices with varying
consumption or devices which cannot be eas-
ily turned on or off. Yet Fitzpatrick and
Smith state: “Usage by appliance might be
desired in principle but not at a cost of a
plethora of devices and not necessarily by in-
creasing technical complexity. Design efforts
might be better directed toward encouraging
playful engagement [...]” [13].
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3.1.3 Comparisons

With historical feedback consumers can com-
pare their current use with historical data.
On the contrary, comparative feedback pro-
vides the users with information on how they
perform relative to others. Normative feed-
back in turn lets the consumers match custom
goals. Comparisons can reveal “whether con-
sumption in a certain period or of a certain
household is ‘out of the norm’” [12].

Volunteers of the study carried out by Fitz-
patrick and Smith preferred historical over
comparative and normative feedback. The
authors conclude that “in a historical view,
most wanted a bar graph representation with
a click-through hierarchy of granularity” [13].
The proposed eMeter iPhone application pro-
vides bar graphs over the last five hours, days,
weeks, months, quarters, half-years and years
as well as profile graphs and projections of the
current consumption.

Comparisons with other users can provide
context and thus help categorize one’s own
usage better. However, this can also lead to
undesired effects. Studies have found cases
where efficient users actually increased their
energy consumption significantly after realiz-
ing their below-average usage [12]. Person-
alized goals can circumvent this problem by
providing consumers with goals fitting their
own consumption. This also avoids the need
to built adequate data bases for comparisons
with other households [12].

Normative comparisons can help the user
to understand what the displayed numbers
mean by providing additional context. As
Hinterbichler puts it: “Even with a visual
display, if the information shown has no rele-
vant context, it will be hard to interpret” [19].
The eMeter system uses the colors green, yel-
low and red when displaying the current load
and historic values. This rating is based on
the user-defined household size and the num-
ber of tenants. It is consistent with study
participants “suggest[ing] traffic light colors
as an additional information” [13].

3.1.4 Presentation

Feedback on power use must be easily un-
derstandable and interactive to effectively in-
volve consumers. Displays with bare numbers
can loose attention after an initial time of us-
age because they are too complex to be con-
ceived with a quick look. Ambient displays
which for example glow according to the con-
sumption like Wattson [7] can inform the user
of changes in consumption in an unobtrusive
way. On the other hand users do not “ap-
preciate abstract ambient-only displays, find-
ing them ambiguous and lacking easily inter-
preted detail” [13]. Alarms which signal high
consumption by playing sounds are as well
undesirable because they are thought to be
annoying [13].

The eMeter application presents the cur-
rent power load with a visualization similar
to the speedometer of a car because “graph-
ical displays can attract the viewer and pro-
mote curiosity” [19]. The familiar metaphor
enables the user to perceive the range of con-
sumption even with a quick look. At the same
time the actual wattage is also displayed as
a number for more precise information. The
measurement functionality encourages users
to interact with their appliances and learn
about their consumption. The proposed sys-
tem uses different kinds of presentations. A
graphical representation is used for the cur-
rent load, bar graphs and line charts for the
historic comparisons and tables for device de-
tails.

Although a mobile phone does have many
advantages if used as a feedback device, it
is not well suited to provide ambient feed-
back. To compensate this, the speedometer-
like interface has colored ranges so the user
can check with a glance if the consumption is
in standby, low, middle or high usage range.

3.1.5 Metrics

There are several possible metrics in which
energy consumption can be displayed. These
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include power (kW), cost (currency) and CO2

emission equivalents (tones). Fitzpatrick and
Smith found out that “participants preferred
cost over energy with CO2 emissions the least
preferred” [13]. However, this order depends
on how monetary representations are used.
The extrapolation of the current use into a
money-per-year metric as realized by Watt-
son [7] was thought by some participants to
be meaningless. In this case actual wattage
was favored [13]. The significance of CO2

emission in tones depends on the knowledge:
“None of the participants [...] [did] know how
to interpret CO2 emission tones” [13].

The eMeter system uses kilowatts to ex-
press the current load and provides the pos-
sibility to choose between kilowatt-hours and
cost in historic comparisons. The consump-
tion of measured devices is expressed in cost
and kilowatt-hours per year. The extrapo-
lation is based on a user-defined usage plan.
CO2 equivalents are omitted for simplicity.

3.1.6 Additional information

An energy consumption display could display
more feedback for the interested user. Hin-
terbichler [19] recommends to provide users
with personalized energy saving tips which
are based on the specific household. This
could include commendations to replace inef-
ficient devices. He states that “a home energy
interface should not shy away from judging
users when necessary, as this can potentially
increase the interface’s effectiveness” [19].

3.2 Device specific design issues

Even though it is important to decide how to
select and visualize consumption data, issues
concerning the design of the device and its
hardware should not be neglected.

3.2.1 Form

When designing energy displays one has to
keep in mind that such a device constitutes

some kind of intrusion into the home. Hence
“aesthetics and fitting into the home space
become important” [13]. If insufficient at-
tention is payed to this, devices can easily
get abandoned by users. This happened to
a plug-based device evaluated in [13] which
was described by the participants to be “[...]
ugly, unrewarding, and difficult to use” [13].
Fitzpatrick and Smith conclude that it “ulti-
mately deemed unsuitable for the task with
only one participant using it” [13].

Besides the pure aesthetics consumers also
lay value on portability and energy efficiency
so they can survey their home whenever they
want without spending too much energy on
the consumption display itself.

The eMeter system uses a mobile phone for
the user interface which minimizes the intru-
sion into the home and provides a high degree
of mobility and energy efficiency.

3.2.2 Location

The place of an energy monitor should be eas-
ily viewable to enable quick status checks. At
the same time it should not use too much
space. Participants of [13] wished they could
mount the display to a wall to save surface
space. Others wished they had the possibil-
ity to get feedback even outside the home pro-
vided through a mobile phone or web site.

The design decision to use a mobile phone
in the eMeter system allows for status checks
not restricted to the home and saves space
but in turn does not provide the permanent
viewable feedback of a fixed device.

3.3 Summary

Fischer states that “most successful feedback
combines the following features: it is given
frequently and over a long time, provides an
appliance-specific breakdown, is presented in
a clear and appealing way, and uses comput-
erized and interactive tools” [12].
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In this chapter I will describe the architec-
ture of the eMeter system and the prototype
deployment in detail.

4.1 Overview

The eMeter system consists of three main
components. Namely these are the parser,
the web server and the iPhone application.
The UML1 component diagram depicted in
Figure 4.1 shows the connections and depen-
dencies among these three parts of the sys-
tem. It visualizes the high-level structure as
well as the provided and required interfaces
of the single components.

4.1.1 The three components in brief

The parser is responsible for the communi-
cation with the smart meter. It reads the
relevant measurement values out of messages
which it requests regularly from the smart
meter. The server preprocesses these mea-
surements and stores them in a database. It
provides access to the current load and addi-
tional aggregated data like the totaled con-
sumption over different time spans. Finally,
the eMeter iPhone application visualizes the
information for the user. It provides also fur-
ther functionality built on top of the con-
sumption data.

4.1.2 Communication overview

The three components can communicate over
public networks like the Internet, local area
networks or even on the same machine with-
out changes since they use simple TCP/IP

1Unified Modeling Language (UML) is a standard-
ized general-purpose modeling language in the
field of software engineering [54].

connections. It is for example conceivable
that the parser and server run on the same
machine only accessible locally in the home.
Another possibility would be that the server
is also reachable from the Internet or even in-
stalled in a data centre. This would enable
the user to monitor the consumption of his
home whenever he has an Internet connec-
tion, independently from his location.

4.1.3 Architectural style

The eMeter system is built as a Client-Server-
Architecture. The two clients, the parser and
the iPhone application, are separated from
the server by a uniform interface. The clients
are not concerned how the data storage is re-
alized which remains internal to the server.
They only manipulate resources identified by
Uniform Resource Identifiers (URIs). This
improves the portability of the client code.
The server knows little about the clients and
their implementation or current application
state. This makes the server simpler and
more scalable. The decoupling of data ac-
quisition, storage and visualization leads to
a simple and extensible system. A new visu-
alization like one for a TV or another data
source providing for instance information on
water consumption could be added without
affecting the other components.

To be more precise about the architectural
style, it can be described as being RESTful2.
REST is explained in detail in Section 4.3.5.

2Representational state transfer (REST) is a style of
software architecture for distributed hypermedia
systems such as the World Wide Web. Conform-
ing to the REST constraints is often referred to as
being ‘RESTful’ [52].
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Figure 4.1: UML component diagram of the eMeter system.

4.2 SML parser

The SML parser and the server perform their
work behind the scenes and thereby consti-
tute the back-end. They are invisible to the
user but fundamental for the functionality
provided by the user interface. Furthermore
they are responsible for the data acquisition
from the smart meter, basic preprocessing
and permanent storage. The SML parser is
discussed in this section and the server in the
next one.

A custom parser is needed because smart
meters communicate with messages encoded
in the especially designed smart message lan-
guage (SML). The parser had to be built from
scratch following the public SML specifica-
tion [40]. It was developed in Java using the
Eclipse IDE.

I will first discuss the different functional
and non-functional requirements. Then I will
describe SML, followed by a discussion of the
parser’s run-loop. After this I will present
implementation details and state reasons for
the decision in favor of a pull data acquisi-
tion strategy instead of push. At last I will
discuss solutions to problems which were re-
vealed during development.

4.2.1 Functional requirements

The parser has to provide three basic func-
tionalities: First the measurement data has
to be requested from the smart meter. Sec-
ond the SML response has to be parsed and
translated into an encoding the server under-
stands. Finally the newly encoded data has
to be sent to the server.

4.2.2 Non-functional requirements

Besides the functional requirements there are
some more demanding requirements concern-
ing the quality of operation.

Performance: Since the smart meter mea-
sures the current consumption every second
the parser has to request, process and forward
the data in less than a second. This is im-
portant to achieve real-time feedback which
was one of the design decision discussed in
Section 3.1.1. However, this requirement led
to some unexpected problems as described in
the section about problems and solutions.

Robustness: Communication over the In-
ternet can be unreliable. The server could at
some time be disconnected for maintenance
reasons or the parser could loose its Inter-
net connection eventually. For this reason the
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{

! "measurement":

! {

! ! "powerAllPhases": 189.4661,

! ! "powerL1": 69.1907,

! ! "powerL2": 58.9522,

! ! "powerL3": 61.3232,

! ! "currentNeutral": 0.13971,

! ! "currentL1": 1.02512,

! ! "currentL2": 0.86979,

! ! "currentL3": 0.90853,

! ! "voltageL1": 67.61,

! ! "voltageL2": 67.96,

! ! "voltageL3": 67.61,

! ! "phaseAngleVoltageL2L1": 240.0,

! ! "phaseAngleVoltageL3L1": 120.0,

! ! "phaseAngleCurrentVoltageL1": 0.0,

! ! "phaseAngleCurrentVoltageL2": 0.0,

! ! "phaseAngleCurrentVoltageL3": 0.0,

! ! "createdOn": 1251105462,

! ! "smartMeterId": 1

! }

}
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20001017307010051070fff7262027507010051070fff62

085200520001017307010051071aff72620275070100510

71aff620852005200010163ce5200760203620362ff7263

0201710163776d001b1b1b1b1a006dc5

Montag, 7. September 2009

(a) SML encoded measurement (580 bytes) (b) Respective JSON representation (435 bytes)

Figure 4.2: Comparison of the original SML and the resulting JSON encoding.

parser has to be robust and able to recover
from network errors.

Portability: At some time in the future
the parser could be run on a low-cost embed-
ded system or even on the smart meter itself.
This requires that it is lightweight as well as
executable under different operating systems
and in different execution environments.

Maintainability: Adaption to new smart
meters, communication ways or data formats
should have little impact on unrelated code.
This requires that the parser is built in a
modular way.

4.2.3 Smart message language

The smart message language was designed
by the SyM2 consortium for the special pur-
pose of communication with electric meters.
The packed message format described by the
SML specification is optimized “for use in
both classical communication routes (PSTN,
GSM, etc.) and in package-oriented network
operation” [41].

SML makes electric meters smart in the
way that it provides them with the possibility

to exchange data with a remote meter reading
system. In our case this remote meter read-
ing system is represented by the parser and
the corresponding computer which connects
to the smart meter via a LAN port.

The parser was built considering version
1.02 of the specification which was published
on January 19, 2008 [40]. It reads the binary
coded messages outputted by the smart me-
ter which have a size of about 580 bytes and
translates them into a tree structure of Java
objects. Finally a JSON3 representation of
selected attributes is sent to the server which
has a size of about 450 bytes. A sample of a
binary coded SML message describing a mea-
surement and the respective JSON represen-
tation are depicted in Figure 4.2. The power
over all phases is in both cases displayed in
bold for the purpose of comparison.

3JSON, short for JavaScript Object Notation, is a
lightweight computer data interchange format. It
is a text-based, human-readable format for rep-
resenting simple data structures and associative
arrays (called objects) [47].
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Figure 4.3: UML activity diagram of the parser’s run-loop.

4.2.4 Run-loop

Figure 4.3 depicts the parser’s run-loop. It
can be divided into four phases: First the
smart meter communication, second the SML
parsing, third the server communication and
fourth the remaining idle time.

In the first phase the parser connects to
the smart meter via a TCP/IP socket. Once
the connection has been established it sends a
special SML file consisting of three SML mes-
sages (PublicOpenRequest, GetProcParame-
terRequest, PublicCloseRequest). The Get-
ProcParameterRequest message requests the
smart meter to send its current measurement
values. The smart meter answers by send-
ing a respective SML response file (see Fig-
ure 4.2a) which in turn consists of three SML
messages (PublicOpenResponse, GetProcPa-
rameterResponse, PublicCloseResponse).

The GetProcParameterResponse message
contains the electric power, rms-value, volt-
age, current and voltage-to-current phase an-
gle for each phase as well as the phase angles
between the voltages of different phases, the
total electric power and the reactive power.

In the next phase of operation the answer
file is parsed and a temporary measurement

object is created.
The phase concerned with the server com-

munication starts with the conversion of the
Java object into a JSON representation (see
Figure 4.2b) which the server understands.
Then the JSON encoded measurement is sent
to the server via a HTTP POST message. In
the standard case it gets acknowledged by an
HTTP status code 2014.

In the last phase the parser waits for the
remaining time so that one loop lasts exactly
one second in total.

4.2.5 Implementation details

The parser is implemented in Java which ful-
fills the previously mentioned requirement of
portability. It can be executed on any com-
puter independently of the operating system
as long as it is provided with a Java Virtual
Machine (JVM).

Parsing a SML response file and construct-
ing a one-to-one representation in Java ob-
jects makes use of an average of 100 kB mem-
ory and takes about 2 ms while the Java pro-

4HTTP status code 201 Created : The request has
been fulfilled and resulted in a new resource being
created [11].
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cess in total uses no more than 14 MB at a
time. These values were averaged over one
million parser iterations executed on a com-
puter equipped with a 2.66 GHz dual core
CPU and 4 GB RAM.

4.2.6 Push vs. pull

In principle there are two ways to obtain the
current consumption data. One is to let the
smart meter push it to the parser and the
other is to request it regularly. The choice
between these two options seems easy: Pas-
sively waiting for the smart meter to push
new data exactly at the time of measurement
would reduce the time delay between data ac-
quisition and display to the user. It would
also make the requirement to measure exactly
every second obsolete. However, the 8-tuple
sent by the smart meter does not include in-
formation on the current load. It includes
only the electricity consumption in kilowatt-
hours represented with three decimal places.
This would lead to an accuracy of at most
3600 watt which is not sufficient for our pur-
pose. As a result pulling the consumption
data regularly remains the only feasible op-
tion to achieve accurate feedback. It provides
a resolution of one watt and below.

4.2.7 Problems and solutions

The exact timing requirement led to an un-
expected problem as mentioned earlier. Due
to an unresolved bug in Sun’s JVM (through
version 1.6) the system clock is pushed into
the future faster than real-time. This hap-
pens under certain conditions when a thread
sleeps. It results in periodic changes to the
Windows system clock and leads to duplicate
measurements over a time span of about one
minute multiple times a day. This bug has
been submitted in June 2006 and is classified
as “cause known” [39]. A preliminary fix is
to create a daemon thread at the start of the
application which sleeps for a very long time
which is not a multiple of 10 ms (about 292

million years when using the maximum value
for the argument of Thread.sleep()). “This
will set the timer period to be 1 ms for the
duration of that sleep–which in this case is
the lifetime of the VM” [39]. The problem af-
fects Windows only, and seems to be caused
by the underlying implementation of clocks
and timers. However, the fix resolved the
problem and enables a regular measurement
of the consumption values.

A first approach to the eMeter system used
inline consumption sensors for single devices
as data sources instead of the smart meter.
These sensors use Bluetooth5 for communi-
cation purposes and provide the possibility
to remotely control devices. The coverage of
single appliance power consumption is desir-
able since it leads to more explicit informa-
tion for the user. However, this solution had
also some major drawbacks. Most impor-
tantly the Bluetooth version of the sensors
could hardly provide real-time feedback. A
gateway is needed to gather the current load
of the sensors one after the other. The more
sensors are used the longer this takes–several
seconds already for one device. Furthermore,
gateways have to be deployed to every room
since Bluetooth achieves its maximum range
of about 100 m only when obstacles like walls
and ceilings are absent. Another problem
were frequent communication errors which re-
quired new Bluetooth discovery phases every
so often. Furthermore three out of six devices
stopped working without an evident reason.
Although a ZigBee version of these sensors
promised better results we decided to use a
smart meter instead. Amongst other advan-
tages this proved to be more reliable and re-
alistic for a broad deployment.

5Bluetooth is an open wireless protocol for ex-
changing data over short distances from fixed and
mobile devices, creating personal area networks
(PANs) [46].
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Figure 4.4: HTML representation of the five recent measurements.

4.3 Server

In times of scarce IPv4 addresses NAT6 is
commonly used as an interim solution. How-
ever, NAT breaks the originally envisioned
model of IP end-to-end connectivity across
the Internet. This means that computers in
an internal network behind a NAT device are
not reachable from the Internet. The iPhone
application could for instance not reach the
SML parser to get the consumption data if
the parser was hidden behind a NAT and
vice versa. This is one of the reasons why
the eMeter system needs a server which is
located in the Internet. It mediates between
the parser and the iPhone application by pro-
viding a known point in the middle which can
be reached by both clients.

6Network address translation (NAT) allows the use
of private IP addresses in internal networks behind
routers with a single public IP address accessible
from the public Internet. The internal network
devices communicate with hosts on the Internet by
changing the source address of outgoing requests
to that of the NAT device. The NAT device in
turn relays replies back to the originating device
by consulting a special translation table [49].

4.3.1 Functional requirements

Primarily the server has to satisfy the re-
quirements of the parser and the iPhone ap-
plication. It has to store measurements and
make it easy to retrieve them later. There
is also a number of other important features:
It has to manage multiple smart meters and
make it possible to access aggregated data
like the consumption totaled over a specific
time period. The server should provide ac-
cess to the stored data through a human-
friendly HTML interface which provides con-
venience controls to present the data over
multiple pages or select different time peri-
ods. Additionally, a lightweight interface is
needed for machines which allows the use of
HTTP and JSON to interact with the re-
sources managed by the server.

Furthermore, the server has to support the
evaluation of user studies by storing usage
data and has to be prepared to store data for
a future device recognition feature based on
the load curve.
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Figure 4.5: Server status information.

4.3.2 Non-functional requirements

There are also a number of nun-functional re-
quirements which correspond to the opera-
tion of the server.

Performance: Neither the regular storage
of measurements nor the request for historic
consumption data should affect the perfor-
mance of the server too much. Caching and
preprocessing should be used to prevent the
calculation over several millions of measure-
ments.

Extensibility: Since it is very likely that
new data sources will be added in the fu-
ture which have to be maintained, the server
should be easily extensible. Future changes
should have a minimal impact on existing sys-
tem functions.

Maintainability: Maintenance of the sys-
tem should be made easy. The status of the
system should be observable without direct
access to the server. This includes that the
server displays the status of the parser, its
own status, information on the database like
its size together with basic information on the
current energy consumption. This informa-
tion should be accessible using any browser.

Security: The manipulation of resources
managed by the server is easily possible over
HTML and HTTP. This requires that there
are counter measures against intentional as
well as unintentional attacks. The access to
the data should for example be password pro-
tected. Additionally all inputs should be val-
idated to prevent SQL injection attacks.

Privacy: The electricity consumption of a
home tells much about the persons living in
it. From the data can be deduced when they
stand up in the morning, how often they wash
their clothes, if they are in vacation and much
more. This was recognized by Hart already in
1989. He recommends “that legal restrictions
be enacted or clarified so that electric power
usage is considered as private as any phone
conversation” [17]. A system that stores con-
sumption data should deal with these privacy
concerns.

4.3.3 Execution environment

The eMeter server is written in PHP and can
be deployed to any standard Apache server.
The server stores measurements in a MySQL
database which is accessed through a PDO7

abstraction layer. The server provides status
information on the status of the parser and
the database as depicted in Figure 4.5 as well
as short information about the current con-
sumption and statistics about historic con-
sumption values.

4.3.4 Recess framework

The eMeter system is built using the open
source Recess framework [23]. This frame-
work supports the development of a loosely
coupled application conforming to the Model-
View-Controller (MVC) design pattern. It
provides useful templates for views, models
and controllers.

Furthermore it provides everything needed
to create a RESTful application. The Uni-
form Resource Identifiers are automatically
routed to the corresponding methods of the
controllers. It supports all HTTP methods
and the transformation of model objects into
a corresponding JSON representation is al-
ready built in. MVC and REST are described
in the next two sections.

7The PHP Data Objects (PDO) extension defines a
lightweight and consistent interface for accessing
databases [50].
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Figure 4.6: JSON representation of the five recent measurements.

4.3.5 Representational State Transfer
(REST)

Representational State Transfer is an archi-
tectural style which is popular among web
applications. The term was introduced by
Roy Fielding in his doctoral thesis in the year
2000. He was one of the principal authors of
the HTTP protocol. The following descrip-
tion of REST is based on [52].

What it takes to be RESTful

An application is called RESTful when it con-
forms to the REST principles. The largest
implementation of a system which respects
the REST principles is the World Wide Web.
In fact REST can be seen as a post-hoc de-
scription of the architectural style of the web.
However, it is not a requirement for an appli-
cation to use HTTP or other web technologies
to be considered RESTful. Instead a system
is considered to be designed according to the
REST architectural style when it conforms
to set of constraints. Namely a system has
to consist of clients and servers with uniform
interfaces and has to be stateless, cacheable

and layered. It can provide code on demand
which is the only optional constraint. The
next paragraphs describe these principles in
detail.

Resources: The main concept of REST is
that of a resource. A resource denotes a spe-
cific source of information managed by the
server. This could for example be smart me-
ters or measurements. Resources can be ad-
dressed with a uniform identifier. This would
for instance be an URI in the case of HTTP.
When a request which is addressed to a spe-
cific resource using this uniform identifier is
sent to a server, a corresponding representa-
tion is returned to the client. Representations
can be any kind of documents like HTML
pages or JSON files. This representation is
conceptually separate from the resource. A
resource is a fictive object and representa-
tions are the concrete documents which de-
scribe the resource. A representation char-
acterizes the current or future state of a re-
source and contains the actual information.
It provides also all details needed to manipu-
late e.g. modify, create or delete a resource.
A resource can be manipulated by exchang-
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ing representations of it using a standardized
protocol like HTTP.

Client-server: A REST architecture con-
sists of clients and servers. These are sep-
arated by uniform interfaces. Clients send
requests to servers which perform appropri-
ate actions and answer by sending a response
back to the client. Requests and responses
are built around the transfer of representa-
tions to and from resources.

Stateless: Between two requests no client
context is stored on the server. Each request
is self-descriptive so that no further informa-
tion is needed to serve it. Any state is main-
tained by the client. For example when a
process on the client side consists of more
than one request, the server does not know
that the different requests are related. This
makes server code easier and more reliable in
the case of network errors. It also improves
the scalability of the server.

Cacheable: Clients have to be able to cache
frequent requests. This can eliminate some
client-server interactions which further im-
proves scalability and performance.

Uniform interface: The uniform interface
between client and server decouples both as
mentioned above. Servers and clients can be
developed and replaced independently as long
as the interface remains the same.

Layered system: Clients cannot tell if they
communicate with the target server directly
or with intermediary servers. This enables
layered caching as well as load-balancing and
such improves the performance of the system.

Code on demand: Servers can extend the
functionality of a client by sending executable
code to it. An example to this is Java Script.
This constraint is the only optional one. All
other constraints have to be met or a system
cannot be described as being RESTful.

Goals

Goals of the REST architectural style are the
scalability of interactions between different
components, the generality of interfaces and

the possibility to deploy the different compo-
nents independently.

4.3.6 REST in the eMeter system

The eMeter system is built in a RESTful way.
It manages the following resources: smart
meters, measurements, iPhones, sessions and
recognitions. A smart meter has multiple
measurements and a measurement belongs to
exactly one smart meter. iPhones and ses-
sions are managed for the evaluation of user
studies. I will describe them in a later section
in detail. Recognitions are managed by the
server as a first step towards device recogni-
tion which I will discuss later on, too.

All resources can be manipulated using the
respective URIs. To create for instance a new
measurement over 42 W using the command
line tool curl, nothing more is needed than
the following lines of code:

c u r l −X POST −d
’{

”measurement” :
{

” powerAllPhases ” : 4 2 ,
”powerL1” : 4 2 ,
”powerL2” : 0 ,
”powerL3” : 0 ,
” cur rentNeutra l ” : 0 ,
” currentL1 ” : 0 . 3 7 ,
” currentL2 ” : 0 ,
” currentL3 ” : 0 ,
” voltageL1 ” : 2 2 4 . 6 ,
” voltageL2 ” : 0 ,
” voltageL3 ” : 0 ,
” phaseAngleVoltageL2L1 ” :−1 ,
” phaseAngleVoltageL3L1 ” :−1 ,
” phaseAngleCurrentVoltageL1 ” : 304 ,
” phaseAngleCurrentVoltageL2 ” :−1 ,
” phaseAngleCurrentVoltageL3 ” :−1 ,
” smartMeterId ” : 1

}
} ’
http ://www. example . org / emeter /

energyServer /measurement . j son >
post . output

This command sends a JSON representa-
tion of the measurement to the server. The
HTTP POST method is used because the re-
source is to be created. The request is routed
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URI HTTP Method Description
/energyServer GET Index page
/energyServer/current GET Current consumption
/energyServer/statistics GET Consumption statistics
/energyServer/status GET Server status information
/energyServer/measurement GET List measurements
/energyServer/measurement POST Create new measurement
/energyServer/measurement/{ID} GET Show measurement detail
/energyServer/measurement/{ID} PUT Update measurement
/energyServer/measurement/{ID} DELETE Delete measurement
/energyServer/smartMeter GET List smart meters
/energyServer/smartMeter POST Create new smart meter
/energyServer/smartMeter/{ID} GET Show smart meter detail
/energyServer/smartMeter/{ID} PUT Update smart meter
/energyServer/smartMeter/{ID} DELETE Delete smart meter
/energyServer/smartMeter/{ID}/measurements GET List recent measurements
/energyServer/smartMeter/{ID}/kWh GET List kWh

Figure 4.7: Example URIs of the eMeter server.

to the respective method based on the URI
“/energyServer/measurement.json”.

The response from the server acknowledges
the creation of a new measurement resource
with an HTTP 201 Created status code. The
answer also contains the measurement’s new
location and its creation date:

HTTP/1 .1 201 Created
Date : Thu , 1 Sep 2009 09 : 51 : 48 GMT
Locat ion : http ://www. example . org /

emeter / energyServer /measurement
/3557140

{
”measurement” :
{

” id ” :3571146 ,
” powerAllPhases ” : 4 2 ,
”powerL1” : 4 2 ,
”powerL2” : 0 ,
”powerL3” : 0 ,
” cur rentNeutra l ” : 0 ,
” currentL1 ” : 0 . 3 7 ,
” currentL2 ” : 0 ,
” currentL3 ” : 0 ,
” voltageL1 ” : 2 2 4 . 6 ,
” voltageL2 ” : 0 ,
” voltageL3 ” : 0 ,
” phaseAngleVoltageL2L1 ” :−1 ,
” phaseAngleVoltageL3L1 ” :−1 ,
” phaseAngleCurrentVoltageL1 ” : 304 ,
” phaseAngleCurrentVoltageL2 ” :−1 ,
” phaseAngleCurrentVoltageL3 ” :−1 ,

” createdOn ” :1252590360 ,
” smartMeterId ” : 1

}
}

Other examples for URIs of the server and
the effect of different HTTP methods when
applied to them are described in Figure 4.7.
This table contains a selection of URIs which
can be used to request information about the
general system as well as measurements and
smart meters. They can also be used to ma-
nipulate them by using the correct HTTP
method. GET queries a resource or a col-
lection of resources. POST creates a new
resource and returns the automatically gen-
erated ID. PUT updates a resource and is
therefore executed on the specific URI of a re-
source. Finally DELETE removes a resource.
POST, PUT and DELETE cannot be cached
because they have side effects. GET requests
should never have side effects and therefore
can be cached.

The server also supports different media
types. Figure 4.4 and 4.6 are an example
to this. They depict the collection of the
five recent measurements from the smart me-
ter in different media types. Namely these
are HTML and JSON representations. The
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HTML representation is human readable and
allows to navigate through measurements and
smart meters using web links, paging and vi-
sual interfaces to select different time spans.
For machines it is in the contrary easier to
use JSON as it provides a well defined repre-
sentation of the resources without redundant
information. The server supports both file
extensions like “.json” and “.html” as well as
the HTTP accept header to request a specific
media type. The header needs to be set to
“Accept: application/json” or “Accept: tex-
t/html”.

4.3.7 Model-View-Controller (MVC)

The MVC paradigm is a widely used archi-
tectural pattern that supports the creation
of loosely coupled systems. It was first de-
scribed by Trygve Reenskaug in 1979 and has
been widely implemented ever since.

MVC separates the model which contains
all the data from the view which manages
the user interface. The controller mediates
between the two.

Model: The model holds all the data and
provides an interface to manipulate it. It
encapsulates the actual storage mechanism
which could for example be a database. The
model is completely decoupled from the view
and the controller as it knows nothing about
their implementation.

View: The view displays the models data
so that a user can interact with it. The view
manages the user interface and its design.
Actions of the user are forwarded to the con-
troller. The view is not concerned with data
storage or how to respond to user interac-
tions. It gets the data which it displays from
the model. Multiple views can exist for one
model and one view can display data from
multiple models.

Controller: The controller glues views and
models together. It decides what to do if the
user performed a specific action on the user
interface. The controller notifies the model
of the user action which possibly results in a

change of the model’s state. The controller
does not know how the view looks like or how
the data storage is implemented.

Advantages: The MVC paradigm decou-
ples views and models which leads to a loosely
coupled architecture. By this it reduces the
complexity and increases the flexibility. This
makes it easy to add or exchange visualiza-
tions and data sources without a huge impact
on other parts. This also increases the possi-
bility to reuse code.

4.3.8 MVC in the eMeter system

The eMeter server is built conforming to the
principles of MVC. Its model abstracts from
a database. Model objects are for example
smart meters, measurements, iPhones, ses-
sions and device recognitions. Views include
lists of resources, resource details and forms
to edit resources. Controllers manage the
model objects and route URIs to the appro-
priate methods.

For example the SmartMeterController re-
acts to a GET request which is performed
on the specific URI “/emeter/energyServer-
/smartMeter/4/measurements” by returning
a representation of the recent measurements
of the smart meter with the ID 4. These mea-
surements are then handed over to the view
which displays them in a list while adding hy-
perlinks for possible future user interactions.

MVC made the development of the eMeter
system easier by providing high flexibility. At
first the server only managed smart meters
and measurements. Later iPhones, sessions
and recognitions were added. This was easily
possible due to the use of the MVC architec-
tural pattern.

4.3.9 User study support

The server provides support for the evalua-
tion of future user studies. It manages mo-
bile phones and user sessions. These describe
how long the user remained in each view and
how many devices were measured, saved or
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(b) New device

Figure 4.8: Adaption of the assumed standby consumption level in two different scenarios.

updated. In this case the source for this data
is the iPhone which sends the data every time
the application is terminated. Of course this
logging can be disabled in the settings of the
iPhone application.

4.3.10 Device recognition support

Besides the support for user studies the server
also has basic functionalities to enable future
device recognition. Every time the user mea-
sures a device the corresponding part of the
load curve is tagged and could later be used
to extract device characteristics.

4.3.11 Standby consumption

The iPhone application uses colors to pro-
vide context information for the range of the
current consumption. Blue stands for the
standby level and green, yellow and red are
ratings based on the specific household. This
allows users to see with a quick look if the
consumption of their home is in the standby
range when leaving it. This would mean that
everything is shut down and they need not
to worry whether some appliances are still
turned on.

However, there is no simple way to con-
clude from the load curve on the standby
level. One solution would be to take the aver-
age over the consumption between three and
four o’clock of the last night–assuming that

at night every device is in standby mode.
However, this does for example not apply if
the inhabitants had a party last night. So
how about an average over the nightly con-
sumption over all days? This seems to com-
pute the level of standby consumption unaf-
fected by infrequent parties but it has an ap-
parent draw back: If the standby consump-
tion of the home changes due to new appli-
ances like a new TV it would take a long time
for the average to reflect this change. A cal-
culation over the nightly consumption of the
last month would solve this problem since it
would adjust to changes after a month at the
latest but this may require extensive calcula-
tions while still not adapting very fast.

I thought of another solution: Consump-
tion values measured between three and four
o’clock are a priori thought to reflect the cur-
rent standby consumption. A weighted av-
erage over each new value measured in this
time frame and the previously assumed level
of standby consumption is calculated. This
is then assumed to be the new standby con-
sumption. The weight for the new measure-
ment corresponds inversely proportional to
the difference between it and the previously
assumed standby consumption. With the re-
sult that phases of high consumption like par-
ties have little influence (Figure 4.8a) while
small changes caused for example by a new
device lead to a fast adaption (Figure 4.8b).
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This approach assumes that the standby con-
sumption is not increased or decreased to a
large extent.

4.3.12 Problems and solutions

A first prototype for the eMeter server was
developed using GlassFish. This is an open
source application server project led by Sun
Microsystems for the Java EE platform. The
application was written using the Java API
for RESTful Web Services (JAX-RS). JAX-
RS uses annotations to support the creation
of web services according to the REST archi-
tectural style. Derby was used as a database
for the measurements. This solution allowed
to built a running prototype quickly. How-
ever later on it proved to be unusable for a
permanent deployment. The GlassFish ap-
plication server was highly oversized for the
purposes of the eMeter system and needed
too many system resources. The Recess ap-
proach in contrast is more lightweight, pro-
vides templates for the user interface and is
better customizable. The MySQL database
can be easily managed with standard tools
like phpMyAdmin.

A problem did become increasingly appar-
ent after about a week of operation when the
database held already over 300,000 measure-
ments. The web server used about 104 %
of the CPU time (two CPUs) only for the
eMeter application. The reason for this was
very simple. The server loaded by default
all previous measurements from the database
when a new measurement was created. I re-
placed the responsible code with custom one.
The load did go down to 0–1 % where it re-
mained until today with over 3.5 million mea-
surements in the database. Another perfor-
mance issue occurred each time the eMeter
iPhone application requested aggregated con-
sumption data. This was resolved by main-
taining cache tables for predefined time spans
which are updated every time a new measure-
ment object is created.

4.4 iPhone application

The front-end of the eMeter system is pro-
vided via the iPhone application which I will
describe in this section.

The user interface is the most important
part of the eMeter system since when it fails
to provide useful feedback the whole system
becomes redundant. It is the part with clos-
est user contact so it should be designed very
carefully.

4.4.1 Functional requirements

The iPhone application should provide the
users with the functionalities as described by
the UML use case diagram depicted diagram
in Figure 4.9.

Overview

The user should have the possibility to get an
overview of the level of current consumption
in his home. This display should adjust auto-
matically when the consumption exceeds the
limit of the display.

History

Historic comparisons are useful to provide ad-
ditional feedback. Therefore the iPhone ap-
plication should provide a view which dis-
plays the historic consumption with bar and
line graphs as well as energy statistics. It
should be possible for the user to select differ-
ent time periods since this was recommended
by several user studies as described in Sec-
tion 3.1.3. The view should express historic
consumption in different metrics like cost and
energy consumption. This can help users un-
derstand the data better (see Section 3.1.5).

Measure

An appliance specific breakdown of the power
usage allows for a much higher involvement of
the user (see Section 3.1.2). Since the eMeter
system has no appliance specific sensors the

22



4 Architecture

Show current 
consumption

Measure device

List devices

Show device 
detail

Show historic 
consumption

User

eMeter iPhone application

Aggregate devices

Add device 
image

Update device

Save device

Add device type

Add device 
location

Add device 
usage

Show 
different time 

periods
<<extend>>

<<extend>>

<<extend>>

<<extend>>

<<extend>>

<<extend>>

<<extend>>

<<extend>>

<<
ex

te
nd

>>

Auto adjust scala<<extend>>

Freitag, 11. September 2009

Figure 4.9: UML use case diagram describing the functional requirements.

iPhone application should provide a solution
based on the load curve. It should enable
users to measure a single device and save the
measurement as a device or update the con-
sumption of a previously saved device.

Devices

This view should display a list of all saved de-
vices. Users should be able to select a device
for which they want to see detailed informa-
tion. It should be possible for them to add
a custom photo to the device, categorize it
by providing type and location or adjust a
simple usage plan which should be used for
extrapolating cost and consumption.

4.4.2 Non-functional requirements

The most important quality requirement for
the iPhone application is a high standard of
usability.

Usability

It is important that the visualization of the
current load is easy to understand since it is

the primary feedback for the user about his
energy consumption. While it should be clear
at a first look it should also provide more in-
formation than just the level of current con-
sumption. The user has to be provided with
comparisons to understand the bare numbers.

The view which enables the measurement
of single appliances should be built to be fun
to use. Users should interact with their de-
vices in a playful way. They should not wait a
long time to get the result of a measurement.
They should have the possibility to person-
alize their devices by adding photos which
make it easier to tell different devices apart.

Responsiveness

The other important requirement is the re-
sponsiveness of the user interface. Since the
application has to perform network communi-
cation activity constantly this has to be built
in a way which does not affect the respon-
siveness of the user interface. Every anima-
tion, network communication and expensive
calculation should be implemented as a back-
ground task.
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Figure 4.10: Service layers of the iPhone OS.

4.4.3 Software platform

In this section I will describe the characteris-
tics of the iPhone as a software platform. It
is very similar to the Mac platform since it
uses an adapted version of OS X as its op-
erating system. I will first discuss the sys-
tem architecture, then the tools used to built
an iPhone application and the programming
language Objective C. At last I will discuss
specifics of iPhone applications.

System overview

iPhone OS is based on a variant of the Mach
microkernel8. On top of this are the layers of
services that provide the infrastructure used
to implement applications for the iPhone. I
will describe each of them from bottom up-
wards by roughly following the description
in [3]. These four layers, namely Core OS,
Core Services, Media and Cocoa Touch, are

8Mach is an operating system microkernel developed
at Carnegie Mellon University to support oper-
ating system research, primarily distributed and
parallel computation. It is one of the earliest ex-
amples of a microkernel, and still the standard by
which similar projects are measured [48].

depicted in Figure 4.10.
Core OS and Core Services: Core OS and

Core Service are the fundamental basis of the
iPhone OS. They provide interfaces to low-
level functionality including file storage and
access, low level data types, POSIX threads,
BSD sockets. These interfaces are mostly
written in C. However, higher layers of the
OS provide abstractions of these fundamen-
tal services which are more convenient to use.
Most of the times the functionality of these
layers will not be used directly. Still, if low-
level access is needed, it is possible to access
these fundamental services directly. A reason
for this could be the implementation of cus-
tom behavior that is not provided at a higher
level.

Media: The Media layer provides inter-
faces which handle audio, video as well as 2D
and 3D drawing. It offers access to technolo-
gies like OpenGL ES, Quartz, Core Audio
and Core Animation. OpenGL ES provides
3D graphics, Quartz manages 2D drawing,
Core Audio handles audio playback and Core
Animation is an advanced animation engine.
The APIs of the Media layer are a mixture
of C-based and Objective-C interfaces. This
layer would be used for example when playing
videos or rendering 3D graphics.

Cocoa Touch: The Cocoa Touch layer pro-
vides high-level abstractions to almost all un-
derlying technologies. Its APIs are the ones
used most of the time when developing a typ-
ical iPhone application. It consists of several
frameworks which encapsulate related func-
tionality. The Foundation framework for ex-
ample provides object-oriented support for
network access, file management and object
collections. The UIKit framework handles
everything concerning the creation of user in-
terfaces. It manages view hierarchies and
provides classes for windows, views, controls
as well as controllers that manage these ob-
jects. Other frameworks allow the access to
the users photos and contacts, to location and
accelerometer data as well as the ability to
handle multi-touch gestures.
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(a) XCode IDE (b) Simulator

Figure 4.11: Tools used to develop iPhone applications included in the iPhone SDK.

Tools

XCode is a suite of development tools which
originates from the Mac development and has
been around for years and is now also used
to built iPhone applications. It provides sup-
port for project management, code editing,
building executables, source-level debugging,
source-code repository management, perfor-
mance tuning, and much more. XCode is
available for free download as a part of the
iPhone SDK. This includes the XCode IDE,
an iPhone simulator, the Interface Builder
and Instruments. They are displayed in Fig-
ure 4.11 and Figure 4.12.

XCode IDE: The XCode IDE is the tool of
the iPhone SDK which is used most of the
time. It is the center of the development pro-
cess since it is the source-code editing envi-
ronment and the starting point for the other
tools. It is an integrated development envi-
ronment (IDE) like Eclipse or Netbeans. As
such it provides source code editing, build-
ing of executables and debugging support for
both the real iPhone device and the Simula-
tor. The XCode IDE manages all files of an
iPhone project including resources like im-
ages, videos, interface files and the source
code of course. Additionally it provides the

access to API documentations. The XCode
IDE is depicted in Figure 4.11a.

iPhone Simulator: The iPhone simulator
provides a local environment for testing ap-
plications on the same computer used for de-
velopment. It is suited to test new function-
ality quickly and to make sure the application
behaves as intended. However, the Simulator
is not an emulator which means that there
are certain differences to an actual iPhone. It
is not an adequate tool for performance test-
ing since the Simulator executes code which
is compiled for the computers x86 CPU. This
leverages all the performance provided by the
computer which is far more than that of an
iPhone. So it is still important to test on
real devices, too. An actual iPhone is needed
mostly for testing the user interaction on a
touch screen and for discovering performance
issues. A screenshot of the iPhone Simulator
running the eMeter application is displayed
in Figure 4.11b.

Interface Builder: Interface Builder is a
tool to assemble user interfaces visually. It
provides standard components like buttons,
labels, text fields and switches as well as cus-
tom views. These components can be added
to the main window using drag and drop.
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(a) Interface Builder (b) Instruments

Figure 4.12: Tools used to develop iPhone applications included in the iPhone SDK.

While arranging them, reference lines appear
which help to conform to the iPhone Human
Interface Guidelines (HIG). An inspector is
used to change certain attributes of the com-
ponents and connect them to the source code.
The user interface can be designed completely
in the source code never starting Interface
Builder. However, the visual arrangement
leads to a better separation of code and in-
terface which makes it easy to change it in-
dependently from the code. Interface Builder
allows it to see already at design time how the
interface will finally look in the application
which is not possible when specifying it solely
in the source code. Interface Builder consist-
ing of the inspector, the document window
and the user interface of an application win-
dow is depicted in Figure 4.12a.

Instruments: Instruments allows to ana-
lyze the performance of iPhone applications
running in the Simulator or on an actual de-
vice. It displays the performance data, which
is gathered live from the application, visu-
ally in a timeline. Instruments allows to look
closely at memory usage, disk activity, net-
work activity and graphics performance. Si-
multaneously testing specific functionalities
and keeping an eye on the live analysis con-

ducted by Instruments, allows to discover hot
spots, bottle necks and memory leaks in the
application code. A session of Instruments
which found a memory leak can be seen in
Figure 4.12b.

Objective C

Objective C is the main programming lan-
guage used when developing iPhone applica-
tions. It is also the primary language used
by Apple’s Cocoa API. Objective C is an
object oriented programming language which
extends the standard ANSI C language with
a syntax for defining classes and methods. It
derives its object syntax from Smalltalk. Al
the syntax for non-object-oriented operations
is identical to that of C, while the syntax for
object-oriented features is an implementation
of Smalltalk-style messaging.

The most obvious difference to other pro-
gramming languages is the way methods are
called. For example in Java the call to an
object would look like:
ob j e c t . method ( parameter ) ;

which would translate into the following
Objective C code:
[ ob j e c t method : parameter ] ;
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In Objective C calling methods is much
more like sending messages to objects. This
is reflected in the name of methods which can
be almost read as prose. This makes it easy
to tell what the different arguments describe.
A good example to illustrate this is:

[ f i n d e r openFi l e : mai l ing
withAppl i cat ion :@”MailDrop”
andDeactivate :YES ] ;

On the contrary in Java it is not clear what
the single attributes stand for:

f i n d e r . openFi l e ( mai l ing , ”MailDrop” ,
true ) ;

A major difference between Objective C on
the iPhone and Objective C on a Mac is the
absence of garbage collection. All memory
allocations have to be released manually.

Apart from that, Objective C is very sim-
ilar to other object-oriented languages. Fur-
ther details on concepts like class definition,
memory management, protocols and proper-
ties are available in the documentation at the
iPhone Developer Center [2].

Specifics of iPhone applications

There are some major differences between an
iPhone and a desktop computer. These dif-
ferences have to be kept in mind while de-
signing an application for the iPhone. Major
issues will be discussed in this section.

Users are mobile: First users of a mobile
phone application are most likely on the go.
As a consequence they do not have time to in-
teract with complex interfaces. Instead they
want to get the desired information easy and
fast. If it takes too long they will simply
quit the application. When the application
repeatedly fails to meet expectations it will
be removed from the phone.

Restricted screen size: An iPhone has in-
deed a large screen when compared to other
mobile phones but it is fairly small in com-
parison with standard computer screens. For
this reason applications cannot have several
windows to display content. There is simply

(a) Date picker Mac (b) Date picker iPhone

Figure 4.13: Differences between platforms.

just one window with a size of 480 × 320 pix-
els. However this restricted screen size can
also act as a motivation to focus on essen-
tials as opposed to making the user interface
unattractive by crowding it with elements.
Applications should be designed to present
only screenfuls of content at a time. This
leads to the development of drill down menus
and elaborate view hierarchies. They have to
be designed carefully to remain understand-
able.

Input methods: Another rather apparent
difference is the absence of mouse and key-
board as input devices. Instead the users in-
teract with their fingers. Interface elements
have to be big enough so users can easily hit
them. A demonstrative example for this is
displayed in Figure 4.13. The depicted date
pickers have been optimized for the use with a
mouse and a finger respectively. The iPhone
uses a virtual keyboard in place of a real one.
Certainly much work has been spent design-
ing it, but text input remains tedious and is
for example impossible while the user is walk-
ing. As a result text input should be avoided
when possible.

Memory limitations: Memory is not unlim-
ited on the iPhone and as disk swapping is
not available memory management becomes
even more important. An application should
respond to memory warnings by cleaning up
unused memory. An application can be de-
signed to have a small memory footprint by
eliminating memory leaks, reducing the size
of resources and loading resources not until
the time when they are used.
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One application at a time: Due to the lim-
itation of resources iPhone applications can-
not run in the background. Switching be-
tween application results in terminating the
one currently running and launching another.
Even answering the phone quits the running
application and restarts it later. As a conse-
quence the launch time of an application is
critical and has to be optimized vigorously.
Furthermore this means that an application
is quit without much warning. User changes
should be saved at the time they are made
and restored the next time the application is
launched. At best the user does not realize
the application was quit.

4.4.4 User interface fundamentals

In this section I will describe all issues con-
cerning the design of the user interface for the
eMeter iPhone application in detail.

Conforming to the iPhone HIG

Apple provides iPhone developers with de-
tailed recommendations how user interfaces
for the iPhone should behave to fit into the
iPhone application environment. These prin-
ciples are recorded in the iPhone Human In-
terface Guidelines (HIG) which are also avail-
able at the iPhone Developer Center [2]. Be-
sides descriptions of how to use the standard
controls it also contains universal principles
which I will discuss briefly in this section.

Metaphors: When possible application ob-
jects and actions should be modeled on ob-
jects and actions of the real world. This can
help novice users of the application to under-
stand quickly how to interact with it. It is
important that new applications are consis-
tent with metaphors that exist in the iPhone
OS. This helps to be consistent with other
applications and with the expectations of ex-
perienced iPhone users. Metaphors should be
used only if the majority of the users know
them and if they are appropriate. Otherwise
they will most probably confuse users.

Direct manipulation: Direct manipulation
means that users interact directly with ob-
jects and see the results of their actions im-
mediately. iPhone applications can take di-
rect manipulation to another level since users
interact with controls using their fingers as
opposed to the more indirect manipulation
with a mouse. Natural gestures like pinching
for zooming can increase the sense of direct
control over the displayed objects.

Provide lists of options: An application
should provide lists of options instead of ask-
ing the user to input text. This saves time
for the user because typing takes longer than
just scrolling a list and tapping on a row. It
also reduces the need for error checking on
the application side.

Feedback: Applications should respond to
all user actions with some visible feedback.
Otherwise the user would be uncertain if his
interaction was recognized by the application.
Without feedback users will most probably
use controls multiple times which at worst re-
sults in undoing things again. During opera-
tions which take several seconds like network
communication the application should show
an activity or better a progress indicator. An-
imation can enhance user experience as long
as it is provided both subtle and meaningful.

User control: The user should be in control
of actions and not the application. It should
be possible for the user to cancel operations
before they even begin or stop them while
they are running. In the case an operation
would be destructive the user should be asked
for confirmation.

Aesthetic integrity: The appearance of an
application is as important as the functional-
ity it provides. If the interface is cluttered the
application becomes hard to understand and
operate. However aesthetic integrity is not a
measure of how beautiful an application is,
but on how well the appearance fits the func-
tionality. The benchmark for this can vary
significantly between different types of appli-
cations for instance when comparing games
to productivity applications.
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(a) Overview tab (b) History tab (c) Devices tab (d) Measure tab

Figure 4.14: Paper prototypes for the main view of each tab.

Paper prototyping

Paper prototyping is a method of usability
engineering which can provide useful feed-
back at an early stage of the design process.
This will most probably result in better user
interfaces since problems are revealed early–
even before work has gone into the actual in-
terface design with Interface Builder which is
much more time-consuming.

For the design of the iPhone application
paper prototypes were primarily used to iden-
tify how much information fits well into one
screen and how the controls should be as-
signed to different views. Paper prototypes
were drawn in multiple iterations for every
tab and almost every view of the iPhone ap-
plication. A selection of them is depicted in
Figure 4.14. Displayed are paper prototypes
for each main view of the overview, history,
devices and measure tab.

4.4.5 User interface discussion

The eMeter iPhone application is divided into
four main screens which correspond to the
four functional requirements. The user can
switch between them using a tab bar at the
bottom of the screen. In this section I will
describe each of the four tabs in detail.

Overview tab

The Overview tab displays the current con-
sumption of the home. As visible in Fig-
ure 4.15 the view is geared to look like a
speedometer. I have chosen this metaphor
since it is well known from cars, airplanes and
other vehicles. It allows to grasp the range of
the consumption with a quick glance.

Besides its simplicity there were quite a
few issues to solve. Since the communication
with the server is based on an Internet con-
nection, network problems had to be taken
into account. The application tries to update
the current consumption every second and re-
freshes the time of the last update displayed
at the bottom (see for example Figure 4.15d).
If a connection is not possible the application
stops updating and waits for the connection
to be reestablished. Previously the user had
to press a dedicated button to connect to the
server again (see top right of Figure 4.15b).

The scale is colored in blue, green, yellow
and red which provides the user with con-
text information to understand the current
load of his home better. Blue is the range of
standby consumption which is determined by
the server as described in Section 4.3.11. The
green, yellow and red ranges are ratings based
on the consumption of the home. They are
calculated based on the maximum consump-
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(a) First version (b) Second version (c) Final version (d) Scale zoom enabled

Figure 4.15: Evolution of the overview tab of the eMeter iPhone application.

tion or the median. One of the two possibili-
ties can be chosen by the user in the settings
of the application.

The power usage of a home has no defined
limit which is a difference compared to the
speed of a car. As a result the speedometer-
like visualization has to be able to increase
its scale when the consumption exceeds the
upper limit. It was first implemented in a
way that the scale zoomed to the appropri-
ate range automatically and was also scaled
down when the current load fell under 25 %
of the maximum. This provided the user with
as much detail as possible. However usability
tests have shown that it confused novice users
and needed to be explained. In the final ver-
sion the following two modes were introduced
instead: In the standard mode the scale limit
is the consumption maximum which is pro-
vided by the server. This means the scale
will be increased when the limit is exceeded
but is never scaled down. This surely has the
disadvantage that small consumption levels
are not displayed in full detail. What is more
important, it gives the user the possibility
to understand how much electricity his home
consumes without checking the scale first. In
the second mode the scale is also scaled down
in case the consumption fell under 25 % of the
current scale limit.

The user can switch between both modes
by double tapping the speedometer. How-
ever, in the usability test users double tapped
a second time because they thought their first
double tap was not recognized since zoom-
ing takes some time. This cancelled the ef-
fect of the first double tap because it deac-
tivated the zooming again. Apparently feed-
back about the ongoing operation was miss-
ing as described in Section 4.4.4. The ac-
tivation and deactivation of zooming is now
visualized with a magnifier glass icon which
flashes while the scale is adjusted and stays
if the zoom is enabled or hides away when
it is disabled. This icon is depicted in the
top right corner of Figure 4.15d. Addition-
ally animation was added to point out when
the scale changes its size. Labels are faded
out, the color ranges move accordingly and
at last the labels fade in again displaying the
new values.

The final design of the speedometer evolved
from several iterations. The first version was
to dark to be easily readable as visible in
Figure 4.15a. The second version was still
too dark and additionally users associated
the pitch lines of the scale with shark teeth
(Figure 4.15b). The final version was ap-
proved by the users to be both readable as
well as nice to look at (Figure 4.15c).

30



4 Architecture

(a) Stocks application (b) Current hour (c) Current day (d) Current week

Figure 4.16: History tab of the eMeter iPhone application.

History tab

The history tab displays historic consump-
tion values. The standard stocks application
was used as a template since it also displays
graphs over different time spans. The time
selection control for example was built to look
and feel like the one of the stocks application
(compare Figure 4.16a and 4.16b). The but-
tons use the same abbreviations and glow in
the same way when selected. The selection
also moves from button to button when the
finger moves from left to right and the other
way around. This ensures that users which
are accustomed to the stocks application are
not confused when using the eMeter applica-
tion but rather now already how to use it.

The history tab consists of a line graph at
the top and a scroll view at the bottom. The
scroll view has three sub-views. The first dis-
plays statistics about the selected time span,
the other two display each a bar graph indi-
cating the consumption and respectively cost
over the last five time spans. The time selec-
tion view at the top allows the user to choose
between the following time spans: hour, day,
week, month, quarter, half-year and year. A
bar graph displaying consumption over the
last five hours is displayed in Figure 4.16b.
The other bar graph depicting cost (in this
case over the last five days) is shown in Fig-

ure 4.16c. The statistics for the current week
including the amount of electricity used, the
cost, the maximum and average watts are vis-
ible in Figure 4.16d.

The bars of the bar graph are drawn us-
ing color gradients which add additional con-
text to the power consumption. The rat-
ing is based on the number of tenants and
square meters of the home. Both can be
specified by the user in the settings. The
reference consumption values used for this
rating originate from the consumer associa-
tion Nordrhein-Westfalen but can easily be
replaced with others or even requested from
the server which could manage appropriate
values for different countries and regions.

The user can shake the device or reselect
the selected time period to reload the con-
sumption data. An activity indicator is dis-
played while data is being loaded from the
network and the user interface remains re-
sponsive for user interactions. This is ac-
complished by using background threads for
the network communication. Consumption
data from previously selected time periods is
cached for the time the application is run-
ning. When the user selects a different time
period the cached data is displayed first and
gets refreshed at the time new data arrives
from the network.
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(a) List of devices (b) Device detail (c) Edit device (d) Add location

Figure 4.17: Devices tab of the eMeter iPhone application.

Devices tab

The devices tab lists all measured devices as
depicted in Figure 4.17a. They are grouped
by location and ordered by name. The list
displays a picture, the name and the con-
sumption for each device. Single devices can
be removed from the list with the strike out
gesture which is a common metaphor on the
iPhone. The user has to confirm this action
since it is destructive as a device cannot be
restored. A standard iPhone list has white
cells and a white background. The list of the
eMeter application was designed to look like
the one of the standard iPhone world clock
application. The cells have a custom back-
ground gradient and shadows. This creates
an unobtrusive 3D look. A background image
is visible behind the list. If the list is empty
a label with the text “No devices” appears
which is common for lists on the iPhone.

A device can be selected by tapping on it.
As a result the device detail view slides in
which displays type, location, usage, watts,
consumption and cost information as well as
the time the device was measured (see Fig-
ure 4.17b). This view has been designed to
match the standard contact application of the
iPhone. The per year consumption and cost
of the device are extrapolated with respect to
the usage plan defined by the user. A back

button in the navigation bar allows to nav-
igate back to the list. A tap on the photo
preview shows it in full resolution. The im-
age can be zoomed with the standard pinch
zoom gesture. The edit button allows for a di-
rect manipulation of the device. When tran-
sitioning into editing mode the list animates
so that only editable attributes remain visi-
ble and an overlay over the preview image is
displayed (see Figure 4.17c). Name, type, lo-
cation, usage and image are editable. When
the user selects an attribute a corresponding
editing view is presented modally on top of
the tab bar. The options for the location are
given as of a list because this reduces the need
for text input as recommended by the guide-
lines in Section 4.4.4. A few standard options
are provided at the top and custom locations
which are already used for other devices are
displayed below (see Figure 4.17d). The user
can also add additional custom locations.

Measure tab

A first version of the measurement tab had la-
bels dedicated for the current consumption,
the consumption at the start and the end of
the measurement as depicted in Figure 4.18a.
However, users were only interested in the re-
sult so the before mentioned labels were omit-
ted as visible in Figure 4.18b. The new design
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(a) First version (b) Final version (c) Measurement detail (d) New device dialog

Figure 4.18: Measure tab of the eMeter iPhone application.

was also said to be better readable because it
is not as dark as the first. This view was de-
signed to match the style of the stop watch
application of the iPhone.

After a device has been measured its con-
sumption is displayed. Measurement details
can be inspected in the measurement detail
view which is shown in Figure 4.18c. This
view provides specifics on consumption and
cost per year as well as the watts and the
date of the measurement. Two buttons are
available to either create a new device or up-
date an existing one. Figure 4.18d depicts the
modally presented view which is displayed
when the user decides to save the measure-
ment as a new device.

Device measurement

The measurement algorithm works as follows:
When the user presses the start button the
current load value is saved. Next the user
turns the device on or off. Now the algorithm
waits for the load curve to settle–two consec-
utive values have to be roughly the same–
because some devices take several seconds to
reach their final consumption level. Then the
result is displayed. Although this algorithm
is fairly simple it provides good results as
evaluated with a reference electricity meter.

4.4.6 Problems and solutions

In a first version of the application the iPhone
would become very hot after some time in
standby mode while the application was still
running. This was caused by the applica-
tion continuously updating the consumption
every second. The network communication
made constant use of the Wifi module which
needs energy and dissipates heat. This prob-
lem was fixed by disabling updates at the
time the device is locked by the user and en-
abling updates again when it is unlocked.

Another optimization which saves energy is
the observation of network changes. Instead
of trying to connect even when the server is
not reachable the application registers for no-
tifications on the network status and updates
only when the network is available.

Lazy loading was introduced to speed up
the application start. At launch time the
view is displayed which was selected the last
time the application was used. With the in-
tended result that the user can continue ex-
actly where he had left off the last time. Only
the required view is loaded into the memory
and all other objects including detail views
and model objects are not created until they
are used. This saves time and memory and
allows the user to switch between different
applications quickly.
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(b) Data request

Figure 4.19: UML communication diagrams illustrating the main flow of information.

4.5 Communication details

This section describes how the different com-
ponents fit together which have so far been
described only individually.

For this purpose two UML communication
diagrams are used which are depicted in Fig-
ure 4.19. They illustrate how the different
components of the eMeter system communi-
cate with each other.

With the help of these diagrams I will de-
scribe the two main communication events of
the system. First the data acquisition from
the smart meter and storage on the server
and second the request for data by the iPhone
application.

4.5.1 Data storage

The first of the two main communication pro-
cesses handles data acquisition and storage.
It has four basic steps as illustrated in Fig-
ure 4.19a. They recur every second.

Step 1

Step one starts with the parser opening a
socket to the smart meter. It sends a spe-
cial SML file over the newly opened TCP/IP
connection to request the current measure-
ment values. The SML files are described in
detail in Section 4.2.4.

Step 2

The smart sends an appropriate answer as the
response to the request. It contains detailed
information on the current power consump-
tion and other information.

Step 3

The parser parses the SML response, builds
a JSON representation and sends it to the
server over an Internet connection using the
HTTP protocol. For this the RESTful API
provided by the server is used.
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Step 4

The server parses the JSON message and cre-
ates a corresponding measurement object as
requested. The server stores the measure-
ment in its database. The new measurement
can also trigger other actions like the correc-
tion of the estimated standby value as de-
scribed in Section 4.3.11.

4.5.2 Data request

The other major communication event in the
eMeter system is the request of consumption
data by the iPhone application. This hap-
pens only if the iPhone application is running
but in this case recurs every second for every
instance of the application running. The pro-
cess can again be separated into four basic
steps. The corresponding diagram is shown
in Figure 4.19b.

Step 5

At the time when the user wants to know
the current consumption, the eMeter iPhone
application requests the data from the web
server. It does this by issuing a GET com-
mand on the corresponding resource repre-
sented by a special URI.

Step 6

The server creates an appropriate request for
its database which retrieves the data needed
to send a response to the client.

Step 7

The database responses with a tuple. This is
transformed by the server into a model ob-
ject. The JSON representation of this object
is then sent back to the iPhone application.

Step 8

The iPhone application parses the JSON en-
coded message and presents the consumption
to the consumer in its user interface.

4.6 Prototype deployment

The UML component diagram depicted in
Figure 4.20 serves to model the physical pro-
totype deployment of the system components
onto computer nodes.

4.6.1 Smart meter

The prototype deployment of the eMeter sys-
tem uses the ZMK420 smart meter which is
a development prototype provided by Lan-
dis+Gyr. It is a follow-up to the ZMK400
[26] which was the first SyM2 compatible de-
vice and as such the first non proprietary me-
ter. SyM2 is an abbreviation for Synchronous
Modular Meter which describes a new genera-
tion of electric meters. It was standardized by
a consortium of electricity suppliers (EnBW,
E.ON, RWE) together with the Physikalisch-
Technische Bundesanstalt which is the na-
tional metrology institute in Germany. The
main features of a SyM2 device is that it uses
a second counter to reliably maintain the cor-
rect time-reference even after multiple power
failures, uses SML for the communication and
is built in a modular way.

Time-reference

Devices conforming to the SyM2 specification
use a second counter which is incremented
monotonously. Second counter and current
time are bound together after the read-out.
This resolves the problems introduced when
using a real-time-clock which resets after a
power outage. This can make measurements
useless when multiple power outages occur
between two measurements. The second in-
dex needs also not to be corrected for differ-
ent time zones or daylight saving time.

SML

Advantages of the use of SML for communi-
cation is that the data is provided as a one
file which is self-explanatory. The SML mes-
sages also include signatures which provide
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Figure 4.20: UML deployment diagram describing the actual prototype.

the possibility to verify measurement data
without dismounting and opening the smart
meter and verifying it using the internal log
files. Signatures have the additional advan-
tage that the verification is possible even long
after the time of measurement.

Modularity

The basic electric meter can be extended with
different modules which allow to customize
it for a special purpose without the need to
built an extra device. Modules are available
for instance for pulse forwarding and mobile
communication like GSM and GPRS.

4.6.2 Parser

The parser is deployed to an Acer EeePC
running Windows XP. The machine has a
CPU with 1.66 GHz and 2 GB RAM. JDK
6 Update 15 is installed because the parses
is developed in Java. The connection to the
smart meter is achieved with a Ethernet ca-
ble. Wifi is used for the Internet connection
which is needed to send the measurements to
the server.

4.6.3 Server

The server application is installed on a stan-
dard web server. It is equipped with a 2 GHz
AMD64 dual core CPU and 5 GB RAM. The
server runs Debian 2.6.24 with Apache 2.2.9
and PHP 5.2.6 installed. The server has a
standard MySQL 5.0.51a database. PDO is
used as an additional abstraction layer to the
MySQL database.

The minimum requirements for the server
are Apache 2.2, PHP 5.2.4, an enabled mod-
rewrite extension, the MySQL PDO exten-
sion and MySQL 5. The server is built using
version 0.12 of the Recess framework.

4.6.4 iPhone application

The user interface represented by the eMe-
ter iPhone application is deployed on Apples
iPhone 3GS devices running iPhone OS 3.0.1
(build 7A400). It has an ARM Cortex-A8
CPU with 833 MHz slowed down to 600 MHz.
The iPhone 3GS is equipped with 256 MB
RAM. It can establish its Internet connection
over Wifi as well as UMTS to communicate
with the server.
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In this section I will discuss the results and
give an outlook on ongoing work.

5.1 Results

Fischer emphasized in 2008 that “failure to
meet technological preconditions has stunted
the development of useful feedback systems”
[12]. This was the starting point for the eMe-
ter system. The goal was to built a system
which is both simple to deploy and built only
using standard components.

5.1.1 Daily life

The eMeter system integrates feedback on en-
ergy consumption into the daily life. By us-
ing a mobile phone for the user interface in-
formation on power usage is at hand when
needed. It allows users to interactively sur-
vey their home or monitor their consumption
wherever they are and whenever it comes to
their mind. When a user intends to leave its
home he can check with a quick look if the
consumption is in standby range.

The eMeter application is independent of
power cables or extra batteries which have to
be replaced every so often. It does not require
the purchase of a single purpose device which
needs space and can soon loose the user’s in-
terest.

5.1.2 Lightweight components

The parser was developed using in Java which
makes it portable to many different systems.
The server is written in PHP and uses a stan-
dard MySQL database which allows for the
deployment on any off-the-shelf web server.
The use of these common components makes
the back-end lightweight and reliable.

5.1.3 Standard devices

Instead of requiring the user to buy and in-
stall special purpose sensors for every appli-
ance the eMeter system requires only a smart
meter and a mobile phone. It can be easily in-
stalled once smart meters are available with-
out the need for manipulations of the electric
box or new cabling.

By using only standard devices the usage
barrier for the proposed system is lowered
considerably.

5.1.4 Multilevel feedback

The eMeter system provides multilevel feed-
back even though it uses only a single sensor.
By observing changes of the load curve users
cannot only continuously monitor the over-
all consumption of their homes but also mea-
sure single appliances. With the proposed
system it is possible to measure devices even
if they have no standard AC plug or cannot
be unplugged. This would not be possible
with inline sensors which have to be plugged
between device and outlet.

However, the use of a single sensor has neg-
ative effects, too. At the moment it is for ex-
ample not possible to measure devices which
vary in their consumption over time or which
cannot be easily turned on or off. To quote
Fitzpatrick and Smith again: “Usage by ap-
pliance might be desired in principle but not
at a cost of a plethora of devices and not
necessarily by increasing technical complex-
ity” [13]. In the end the eMeter system en-
ables users to measure most of their devices
in a playful way. To me this is an acceptable
tradeoff between the detail of the consump-
tion breakdown on one hand and the com-
plexity of the system on the other hand.
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5.2 Outlook

In this section I will first describe possible
further improvements for each component of
the eMeter system. As a second step I will
give an outlook on future work.

5.2.1 Parser

At the moment the parser runs on a compar-
atively powerful netbook which takes space
and constantly consumes 13 W. This amounts
to 114 kWh per year or approximately 15 e.
Therefore it would be better to use an embed-
ded systems instead which is smaller, needs
less energy but also has a lower performance.
It is planned to use a Gumstix verdex pro in a
future prototype. It has a 600 MHz CPU and
64 MB RAM as well as a Wifi module and a
LAN port. Its dimensions are only 80 mm
× 20 mm × 6.3 mm and it needs only 3 W.
This would amount to 26 kWh or approxi-
mately 3.50 e per year. In a first step the
Gumstix would replace the netbook. Later
on, the parser could be deployed directly to
an extension module for the smart meter.

Another feature which would be useful for
user studies is the remote control over the
parser. This would improve the maintainabil-
ity. In the case of connection problems the
parser could cache measurements and sent
them in a batch to the server when the In-
ternet access is reestablished.

5.2.2 Server

The server could be extended with graphs
and visualizations, comparisons between dif-
ferent users and other community features.
This would enable the evaluation of compar-
ative feedback. Another possibility would be
to integrate the eMeter system into social
networks as a plugin.

Device recognition

At the moment devices are managed in the
iPhone application. This could be shifted to

the server to built up a data base of different
devices and their load curve characteristics.
Once the data basis is big enough it could
be used to tell device categories apart. On
the basis of this knowledge the eMeter sys-
tem could provide information on the perfor-
mance of a device compared to other devices
in the same category.

5.2.3 Visualization

The iPhone application could recommend a
device category after measuring an appliance
which fits the load curve change best. As a
result personalized energy saving tips could
be given based on the device category. Rec-
ommendations for the purchase of a more ef-
ficient appliance which would replace an old
one which wastes energy and money would
become possible.

Further visualizations could be developed
for TVs using AppliCast or picture frames
using RSS. Other mobile phone platforms like
Android could also be supported with native
clients.

5.2.4 Future work

The work on the eMeter system is contin-
ued as an ETH ecoworks1 project. Ecoworks
projects have the goal to increase the energy
efficiency of the ETH.

One of the next steps is the deployment
of the eMeter system within a user study.
The eMeter system will be installed in the
iHomeLab which is a research laboratory for
intelligent living and building automation of
the Lucerne School of Engineering and Ar-
chitecture. This allows to evaluate real life
usage information of the iPhone application
and test the overall reliability of the system.
Interesting aspects to test are for instance dif-
ferent approaches to device measurement or
how often feedback has to be given to be ef-
fective.

1http://www.ecoworks.ch/projects/detail/248
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